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Introduction

The process of design in software engineering is a complex one. Decisions made in the design stage have far reaching, and sometimes devastating effects on subsequent development work. Adopting a user-centred approach to system development adds a further layer of complexity which must, in turn, be addressed. There is considerable experience at the University of Hertfordshire of developing novel human-computer systems through user-centred design (see, for example, [1] and [2]). This experience provides a strong focus for our interests in enhancing the quality of the development process by integrating formal methods with the less formal techniques currently used.

Background and Motivations

This paper describes our work on formative aspects of the design process. We take as our starting point representations used in the design of selected information and knowledge-based systems using multimedia interface technology. Examples of these representations are being collected and analysed, using interviews with their authors, and with others who must use them, to discover the significance of particular diagrams to each participant in the design discussion. We are currently investigating whether such informal representations of early design ideas can be used as an intermediary stage in the transition to more formal specifications of aspects of the human-computer interface. In connection with this, we are considering whether the introduction of greater precision into the semantics of diagrammatic representations might support better reasoning and communication, both within the design team and with users.

Initial system design is often a problem-solving activity which relies on knowledge based performance [3]. Designers use this kind of problem-solving approach to tackle novel problems through the use of analogical and heuristic reasoning and the application of generic problem solving approaches. They typically use a wide range of informal representations. In design meetings associated with ongoing projects at Hatfield, members of
design teams often use diagrams of various forms to communicate their ideas and form a basis for discussion. Our experience in the field of knowledge-based systems suggests that knowledge engineers also favour the use of graphical representations during the early stages of system design [4].

As design issues become better understood, there is a need for notations which allow requirements and proposed solutions to be specified with greater precision, and which therefore support more effective communication between designers and users. Software engineers are looking increasingly to the use of formal methods and notations to provide such precision. Studies have shown that using formal methods early in system design tends to reduce the overall cost and development effort for a project by forcing designers to confront inconsistencies and possible problems with a proposed design at an early stage [5]. In recent years, there has been increasing interest in the application of such methods in the process of human-computer interface design. At the University of Hertfordshire, we have begun to investigate the use of state-based formal notations such as Z to specify properties of graphical interface components [6], and process-based formalisms such as CSP to describe dialogues with hypermedia information systems [7]. We aim in future to investigate the role of proof in the formal specification of elements of the human-computer interface and in verification of user requirements.

A focus of interest for us now is the way in which informal diagrammatic descriptions of various aspects of a system design might be linked to more formal specifications of those properties in a way which will permit interface designers to derive benefits of formal methods such as those envisaged by software engineers. The diagrams commonly used by designers to help them to reason about particular system designs are often unstructured and do not use any one set of drawing conventions. The level of detail often varies in different parts of a diagram, depending on the difficulty (to the designers) of describing the corresponding parts of the system. Designers may also introduce new conventions to describe problems encountered for the first time in new domains or with novel system architectures.

In a close-knit design team, the fluidity of diagram semantics may not cause a problem, with the designers communicating effectively, even through changing and informal specifications. However, in larger design teams whose members have various levels of experience, our study has shown that misunderstandings can easily arise. The backtracking from formal specifications or prototypes developed on the basis of such mistaken understandings is at best time-wasting, and can have more serious implications if customers have also been misled by the informal descriptions.

The following paragraphs present examples of diagrams used during the course of one meeting associated with the development of a multimedia information system at Hatfield and demonstrate that while some such diagrams may form a basis for formal specification, others may not.
Some Examples

Figure 1: Informal diagrams drawn during a meeting discussing the design of a multimedia information system.

The diagrams shown above were drawn during a design meeting for the SPIRE project. SPIRE aims to develop a multimedia information system from which users will be able to obtain advice on integrating students with disabilities into higher education. The system is conceptualised as being made up of three 'layers' (see [8]). The top layer, the one most users will see first, presents a task-based view of the domain which is intended to guide users to information of the kind they need. After the task layer, users will typically be presented with information from the 'advice' layer which contains the kind of general expert advice currently provided by a range of support workers. Finally, the data layer contains basic items of information about, for example, particular pieces of equipment for students with disabilities, or facilities at the Health Centre. A decision to store data in the data layer using a relational database package and implement the other two layers using hypertext had already been made at the time of the meeting, but many aspects of the design had yet to be finalised.

The diagram on the left was drawn during a discussion of the way in which information presented to the user should be divided between the advice and data layers. The particular question of interest was whether descriptions of groups or classes of objects about which information was held in the data layer were general enough to be thought of as part of the advice layer. In interviews carried out after the meeting, there was found to be broad agreement about the issue to which the diagram related, and the meaning of its various components. This diagram would therefore form a good basis on which to construct a formal specification of relevant aspects of the system and interface.

The diagram on the right is obviously much sketchnier than the other, and was the subject of less discussion. In interviews after the meeting, it was discovered that each member of the team had a different view of the significance of this diagram, and there was no agreement as to the design decision reached in connection with the issue under discussion. Designs constructed on the basis of the different views expressed might have been radically different. In this case, it would obviously have been dangerous for a particular member of the team to use the diagram as the basis for a formal specification.
Conclusions

We acknowledge that problems such as those described above can be partly solved by managerial measures: for example, by having someone, possibly a member of the project team, taking minutes for each meeting and recording design decisions as they are made. However, members of the project team are often too actively involved in discussion to be able to record all that is said, and those outside the team will often not have a proper understanding of the issues under discussion. In any case, the minutes of such a meeting would simply represent a single individual’s view of what took place, which might well be different from those of others present, just as views about the significance of diagrams described above were different.

One solution we are considering involves using graphical notations with well-defined semantics (corresponding, at least loosely, with the semantics of relevant formal notations) to record decisions reached at the end of every meeting in a form which can immediately be validated and agreed upon by all present. We believe that informal diagrams used during the meeting might translate quite easily into more precise graphical notations. Diagrams drawn using such notations might be easier for the majority of designers to generate and validate than full formal specifications. An added advantage might be that such diagrams could be used to communicate with users at appropriate points in an iterative user-centred design approach. With these things in mind, we are beginning to investigate what forms of graphical representations might be most suitable for use in these ways.

References


